**1.Implement and demonstrate the FIND-S algorithm for finding the most specific hypothesis based on a given set of training data samples.**

def find\_s\_algorithm(training\_data):

# Get the number of attributes

num\_attributes = len(training\_data[0]) - 1 # Last column is the target

# Step 1: Initialize hypothesis with most specific values

hypothesis = ['Ø'] \* num\_attributes

# Step 2: Iterate through training data

for example in training\_data:

attributes, label = example[:-1], example[-1]

# Only consider positive examples

if label.lower() == 'yes':

for i in range(num\_attributes):

if hypothesis[i] == 'Ø':

hypothesis[i] = attributes[i]

elif hypothesis[i] != attributes[i]:

hypothesis[i] = '?'

return hypothesis

training\_data = [

['Sunny', 'Warm', 'Normal', 'Strong', 'Warm', 'Same', 'Yes'],

['Sunny', 'Warm', 'High', 'Strong', 'Warm', 'Same', 'Yes'],

['Rainy', 'Cold', 'High', 'Strong', 'Warm', 'Change', 'No'],

['Sunny', 'Warm', 'High', 'Strong', 'Cool', 'Change', 'Yes']

]

hypothesis = find\_s\_algorithm(training\_data)

print("Most specific hypothesis:", hypothesis)

**Output:**
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**2. For a given set of training data examples stored in a .CSV file, implement and demonstrate the Candidate-Elimination algorithm in python to output a description of the set of all hypotheses consistent with the training examples**

import pandas as pd

def load\_data(filename):

data = pd.read\_csv(filename)

attributes = data.columns[:-1]

examples = data.values.tolist()

return attributes, examples

def more\_general(h1, h2):

return all((x == '?' or x == y) for x, y in zip(h1, h2))

def candidate\_elimination(examples):

num\_attributes = len(examples[0]) - 1

# Initialize S and G

S = ['Ø'] \* num\_attributes

G = [['?'] \* num\_attributes]

for example in examples:

x, y = example[:-1], example[-1].lower()

if y == 'yes':

# Remove any g in G inconsistent with x

G = [g for g in G if more\_general(g, x)]

# Update S to be more general only where needed

for i in range(num\_attributes):

if S[i] == 'Ø':

S[i] = x[i]

elif S[i] != x[i]:

S[i] = '?'

elif y == 'no':

# Remove any s in S consistent with x

if more\_general(S, x):

S = ['Ø'] \* num\_attributes

new\_G = []

for g in G:

if more\_general(g, x):

for i in range(num\_attributes):

if g[i] == '?':

for val in set(e[i] for e in examples if e[-1].lower() == 'yes'):

if val != x[i]:

new\_hypothesis = g.copy()

new\_hypothesis[i] = val

if more\_general(new\_hypothesis, S):

new\_G.append(new\_hypothesis)

G = new\_G

return S, G

filename = "training\_data.csv"

attributes, data = load\_data(filename)

S\_final, G\_final = candidate\_elimination(data)

print("Final Specific Hypothesis (S):")

print(S\_final)

print("\nFinal General Hypotheses (G):")

for g in G\_final:

print(g)

**Output:**

**![](data:image/png;base64,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)**

**3. Demonstrate the working of the decision tree based ID3 algorithm. Use an appropriate  
data set for building the decision tree and apply this knowledge to classify  
a new sample.**

import pandas as pd

from sklearn.tree import DecisionTreeClassifier

from sklearn.preprocessing import LabelEncoder

# Step 1: Create the dataset

data = {

'Outlook': ['Sunny','Sunny','Overcast','Rain','Rain','Rain','Overcast',

'Sunny','Sunny','Rain','Sunny','Overcast','Overcast','Rain'],

'Temperature': ['Hot','Hot','Hot','Mild','Cool','Cool','Cool','Mild',

'Cool','Mild','Mild','Mild','Hot','Mild'],

'Humidity': ['High','High','High','High','Normal','Normal','Normal',

'High','Normal','Normal','Normal','High','Normal','High'],

'Wind': ['Weak','Strong','Weak','Weak','Weak','Strong','Strong','Weak',

'Weak','Weak','Strong','Strong','Weak','Strong'],

'PlayTennis': ['No','No','Yes','Yes','Yes','No','Yes','No',

'Yes','Yes','Yes','Yes','Yes','No']

}

df = pd.DataFrame(data)

# Step 2: Encode the categorical features

le\_dict = {}

for col in df.columns:

le = LabelEncoder()

df[col] = le.fit\_transform(df[col])

le\_dict[col] = le

# Step 3: Split into features and target

X = df.drop('PlayTennis', axis=1)

y = df['PlayTennis']

# Step 4: Train Decision Tree using ID3 (entropy)

model = DecisionTreeClassifier(criterion='entropy')

model.fit(X, y)

# Step 5: Show internal decision rules as text

from sklearn.tree import export\_text

tree\_rules = export\_text(model, feature\_names=list(X.columns))

print("ID3 Decision Tree Rules:\n")

print(tree\_rules)

sample = pd.DataFrame([[

le\_dict['Outlook'].transform(['Sunny'])[0],

le\_dict['Temperature'].transform(['Cool'])[0],

le\_dict['Humidity'].transform(['High'])[0],

le\_dict['Wind'].transform(['Strong'])[0]

]], columns=X.columns)

prediction = model.predict(sample)

result = le\_dict['PlayTennis'].inverse\_transform(prediction)[0]

print(f"\nPrediction for sample ['Sunny', 'Cool', 'High', 'Strong']: {result}")

**Output:**
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**4. Build an Artificial Neural Network by implementing the Backpropagation algorithm and test the same using appropriate data sets.**

import numpy as np

from sklearn.datasets import load\_iris

from sklearn.model\_selection import train\_test\_split

from sklearn.preprocessing import OneHotEncoder, StandardScaler

# Load and preprocess the Iris dataset

iris = load\_iris()

X = iris.data

y = iris.target.reshape(-1, 1)

# One-hot encode the output

encoder = OneHotEncoder(sparse\_output=False)

y\_encoded = encoder.fit\_transform(y)

# Normalize features

scaler = StandardScaler()

X\_scaled = scaler.fit\_transform(X)

# Train/test split

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X\_scaled, y\_encoded, test\_size=0.2, random\_state=42)

# Define the neural network class

class NeuralNetwork:

def \_\_init\_\_(self, input\_size, hidden\_size, output\_size, lr=0.1):

self.lr = lr

self.W1 = np.random.randn(input\_size, hidden\_size)

self.b1 = np.zeros((1, hidden\_size))

self.W2 = np.random.randn(hidden\_size, output\_size)

self.b2 = np.zeros((1, output\_size))

def sigmoid(self, x):

return 1 / (1 + np.exp(-x))

def sigmoid\_derivative(self, x):

return x \* (1 - x)

def forward(self, X):

self.z1 = np.dot(X, self.W1) + self.b1

self.a1 = self.sigmoid(self.z1)

self.z2 = np.dot(self.a1, self.W2) + self.b2

self.a2 = self.sigmoid(self.z2)

return self.a2

def backward(self, X, y, output):

error = y - output

d\_output = error \* self.sigmoid\_derivative(output)

error\_hidden = d\_output.dot(self.W2.T)

d\_hidden = error\_hidden \* self.sigmoid\_derivative(self.a1)

# Update weights and biases

self.W2 += self.a1.T.dot(d\_output) \* self.lr

self.b2 += np.sum(d\_output, axis=0, keepdims=True) \* self.lr

self.W1 += X.T.dot(d\_hidden) \* self.lr

self.b1 += np.sum(d\_hidden, axis=0, keepdims=True) \* self.lr

def train(self, X, y, epochs=1000):

for epoch in range(epochs):

output = self.forward(X)

self.backward(X, y, output)

if epoch % 100 == 0:

loss = np.mean((y - output) \*\* 2)

print(f"Epoch {epoch} - Loss: {loss:.4f}")

def predict(self, X):

output = self.forward(X)

return np.argmax(output, axis=1)

# Initialize and train the model

nn = NeuralNetwork(input\_size=4, hidden\_size=6, output\_size=3, lr=0.1)

nn.train(X\_train, y\_train, epochs=1000)

# Test the model

y\_pred = nn.predict(X\_test)

y\_true = np.argmax(y\_test, axis=1)

# Evaluate accuracy

accuracy = np.mean(y\_pred == y\_true)

print(f"\nTest Accuracy: {accuracy \* 100:.2f}%")

**Output:**
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